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**JavaServer Faces (JSF)**

A specification for constructing component-based user interfaces for Java web applications.

**JavaServer Pages (JSP)**

A technology that uses Java to assist in the creation of dynamic web pages.

**jQuery**

A cross-browser JavaScript library that aims to simplify client-side scripting for HTML.

**Modal Window**

A child window (often called a popup or dialog box) that requires user interaction before focus can be returned to the parent window.

This is the beginning of the main text for the report. Some sample pages are included here to show the fonts for chapter, section and subsection headings as well as how to include figures and tables. Do not change the fonts and style; just edit the headings and the contents.

#

# Introduction

Global Partners is a non-profit organization associated with Gundersen Health System, a comprehensive health care network whose headquarters are located in La Crosse, Wisconsin [1]. Created in 2008, Global Partners’ goal is to develop long-term, sustainable relationships and community-to-community partnerships that expand beyond Gundersen Health System’s typical borders [2]. One such partner community is the Matagalpa district of Nicaragua. Nicaragua is the second poorest country in the Western Hemisphere. Its mountainous terrain and rural disposition make it difficult for its citizens to access necessary services and opportunities. Global Partners-Nicaragua aims to improve the overall health of the people and their communities by helping communities secure adequate nutrition, a clean water supply, and safe housing.

In 2011, Global Partners-Nicaragua collected data on the health needs and strengths of a community named Santa Celia [2]. Information pertaining to current living conditions was gathered and a baseline community health assessment was performed to quantify health-related issues. This information was used to prioritize volunteer efforts and will be compared with future assessments as a way to measure the effectiveness of Global Partners’ efforts in Nicaragua.

The health assessment was done with paper and pencil due to the lack of internet availability in rural Nicaragua. The answers to the assessment questions were then manually input into a database. With over 200 villagers assessed, data input took a substantial amount of time. Manually entering data into a database also introduces a risk of human error. Moreover, the quality of data was not as good as it could have been for several reasons. One such reason was that several volunteers filled out various forms regarding different aspects. Accordingly, there were chances for inconsistencies in data entry due to many human volunteers and multiple forms. Another example of an inconsistency that was encountered was from dates being entered in various forms. Since Global Partners’ volunteers were mostly from the United States, they expected dates to be entered in the American format: MM/DD/YYYY. However, some volunteers from countries other than the United States entered the date in the format DD/MM/YYYY. The person manually entering the hand-written data into the database had to make an educated guess as to which format was used for each form. Furthermore, some questions had unreadable or incomplete answers while other questions were not answered at all.

## 1.2 Motivation

In 2012, Dr. Mark Nigogosyan, a member of Global Partners, reached out to the Computer Science department at the University of Wisconsin-La Crosse for assistance in developing an iPad application for the data-collection portion of the health assessment. Dr. Kasi Periyasamy, the director of the Master of Software Engineering program, initiated an independent study with the goal of developing an application that would meet Global Partners’ needs.

As a result, a web-based data-entry application was developed that was run locally on a MacBook Air. The laptop was set up as a server that other laptops, iPhones, iPods, and iPads were able to connect to. Volunteers then used a connected device’s web browser to access the application. Submitted data was stored in a database on the MacBook Air that was hosting the application. The application had validation that ensured all questions were answered with data that met relevant criteria for those questions as specified by Dr. Nigogosyan. In addition, dependencies among the questions were also incorporated; for example, some questions were shown and some were hidden according to previously answered questions. These question dependencies saved the assessor time in not asking questions that do not make sense (e.g. asking a man, a child, or a 90 year old woman if they are currently pregnant). The appendix contains several screenshots of the application that are relevant to this document.

The survey tool worked wonderfully on Global Partners’ next trip to Nicaragua. Not only did they save a lot of time, but their data quality was also improved. However, several changes to the questions were requested which required a substantial amount of work after the independent study had been completed. Realizing that similar requests would be likely after each visit to Nicaragua, the developer was motivated to create a generic web-based toolkit for data collection. With such a generic toolkit, Global Partners, as well as other organizations, would be able to create their own data-entry survey tool.

# Requirements and Assumptions

## 2.1 Requirements

Almost all the requirements for the generic toolkit were derived from the initial prototype that Global Partners used. However, the developer paid considerable attention to ensure that the toolkit can be used by any other group as well. As a result, the following requirements were established for the project:

* The toolkit must have predefined questions types including plain text, multiple choice, and numeric type questions.
* Each question type must have appropriate validation criteria that can be defined via the toolkit while creating the survey tool.
* The toolkit must generate a fully functional data collection tool (referred to as a survey tool) that can be deployed as a web-based application.
* The toolkit must generate a new database, with a table to store the collected data, which will be utilized by the generated survey tool.
* The generated survey tool must validate the data entered against validation constraints defined by the toolkit user.
* Generation of the survey tool is considered to be an independent project within the toolkit. Accordingly, the toolkit must be able to save a user’s projects and reload them later so that the user can continue working where they left off. For the ease of reading, this document uses the word “project” that refers to the development of one instance of a survey tool.
* Both the toolkit and the generated survey tool must be easy for anyone with basic computer skills to use.

# Design

## 3.1 Approach

There are numerous development models in existence, each with its own advantages and disadvantages. Due to the complex nature of this project, the iterative development model was chosen. The iterative (incremental) development model involves designing, developing, and testing repeatedly, in a cyclical manner, until the software is fully functional and meets all requirements. Each iteration begins as soon as the previous one is completed. The diagram in Figure 1 illustrates the iterative development model used for this project.



Figure 1: Iterative Development Model

## 3.2 Database Design

MySQL was chosen for the relational database management system (RDBMS) for both the toolkit and the generated survey tool mainly because it is a free and open source product. The entity relationship (ER) diagram for the toolkit is shown in Figure 2. The database design for the toolkit consists of three tables: survey\_project, page, and question. There is a one-to-many relationship between the survey\_project and page tables and between the page and question tables. Each table’s primary key is an auto-incrementing integer. As shown in Figure 2, the primary key of survey\_project, iProjectID, is a foreign key in page. Similarly, iPageID, the primary key of page, is a foreign key in question. These constraints give the tables meaningful relationships that satisfy the requirements and assumptions specified previously.

# Testing

Because of the iterative development approach selected for this project, testing was done for each chunk of code that was written, as it was developed. When everything was implemented, the developer then tested the entire application as a whole. There were two areas of testing that were done: testing the interface of the toolkit and testing the interface of the generated survey tool. However, the same ideology was used to test both portions.

To test the interface of the toolkit, basic test cases were developed for each iteration in order to ensure all possible scenarios of the newly implemented functionality worked. For example, when the “Delete Selected” option was implemented, the test cases in Table 1 were evaluated. Additionally, some basic regression testing was performed to ensure that the addition did not break something that was implemented in a previous iteration.

After everything had been implemented and tested iteratively, the full functionality was tested. Several volunteers, as well as the developer, did full run-throughs with the toolkit and the subsequently generated survey tool. Having multiple people test an application is always a good idea since everyone thinks uniquely. Because the developer knows how the code is written, they may not think to test a specific scenario. Meanwhile, the other testers will have no preconceptions and will simply try to use the application. This testing is also a good indication of the usability of the software; if the testers are confused or become frustrated with the interface, then the application could use improvement.



Table 1: Test Cases
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Figure 19: Physician Station - Male Patient



Figure 20: Physician Station - Female Patient

Figure 21: Question Class Diagram